**ML-LAB**

**10. Q LEARNING**

import numpy as np

# R matrix

R = np.matrix([ [-1,-1,-1,-1,0,-1],

[-1,-1,-1,0,-1,100],

[-1,-1,-1,0,-1,-1],

[-1,0,0,-1,0,-1],

[-1,0,0,-1,-1,100],

[-1,0,-1,-1,0,100] ])

# Q matrix

Q = np.matrix(np.zeros([6,6]))

gamma = 0.8

initial\_state = 1

def available\_actions(state):

 current\_state\_row = R[state,]

 av\_act = np.where(current\_state\_row >= 0)[1]

 return av\_act

available\_act = available\_actions(initial\_state)

def sample\_next\_action(available\_actions\_range):

 next\_action = int(np.random.choice(available\_act,1))

 return next\_action

action = sample\_next\_action(available\_act)

def update(current\_state, action, gamma):

 max\_index = np.where(Q[action,] == np.max(Q[action,]))[1]

 if max\_index.shape[0] > 1:

  max\_index = int(np.random.choice(max\_index, size = 1))

 else:

  max\_index = int(max\_index)

 max\_value = Q[action, max\_index]

 # Q learning formula

 Q[current\_state, action] = R[current\_state, action] + gamma \* max\_value

update(initial\_state,action,gamma)

for i in range(10000):

 current\_state = np.random.randint(0, int(Q.shape[0]))

 available\_act = available\_actions(current\_state)

 action = sample\_next\_action(available\_act)

 update(current\_state,action,gamma)

# Normalize the "trained" Q matrix

print("Trained Q matrix:")

print(Q/np.max(Q)\*100)

#-------------------------------------------------------------------------------

# Testing

# Goal state = 5

# Best sequence path starting from 2 -> 2, 3, 1, 5

current\_state = 2

steps = [current\_state]

while current\_state != 5:

 next\_step\_index = np.where(Q[current\_state,] == np.max(Q[current\_state,]))[1]

 if next\_step\_index.shape[0] > 1:

  next\_step\_index = int(np.random.choice(next\_step\_index, size = 1))

 else:

  next\_step\_index = int(next\_step\_index)

 steps.append(next\_step\_index)

 current\_state = next\_step\_index

# Print selected sequence of steps

print("Selected path:")

print(steps)

**OUTPUT:**

Trained Q matrix:

[[ 0. 0. 0. 0. 80. 0. ]

[ 0. 0. 0. 64. 0. 100. ]

[ 0. 0. 0. 64. 0. 0. ]

[ 0. 80. 51.2 0. 80. 0. ]

[ 0. 80. 51.2 0. 0. 100. ]

[ 0. 80. 0. 0. 80. 100. ]]

Selected path:

[2, 3, 4, 5]

**9. GENETIC OPERATORS**

**#single-point-crossover.py**

import random

def crossover(l, q):

    l = list(l)

    q = list(q)

    k = random.randint(0, 15)

    print("Crossover point :", k)

    for j in range(k, len(s)):

        l[j], q[j] = q[j], l[j]

    l = ''.join(l)

    q = ''.join(q)

    print(l)

    print(q, "\n\n")

    return l, q

s = '1100110110110011'

p = '1000110011011111'

print("Parents")

print("P1 :", s)

print("P2 :", p, "\n")

for i in range(3):

    print("Generation ", i + 1, "Childrens :")

    s, p = crossover(s, p)

**OUTPUT:**

![](data:image/x-wmf;base64,183GmgAAAAAAAAMBcgCQAAAAAADwVgEACQAAAywGAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAnIAAwEDAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAHIAAgAAAAEBCQAAAB0GIQDwAAIAAQFwAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABwAAIAAAAAAAkAAAAdBiEA8AACAP8AAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAbgABAAIAAAEJAAAAHQYhAPAAAQD+AG8AAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAG0AAQACAAIACQAAAB0GIQDwAAEA/QACAAMABQAAAAsCAAAAAAUAAAAMAnIAAwEFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwDmAFUABAAAAC0BAwAJAAAAHQYhAPAAGgACAB0A/gAJAAAAHQYhAPAAAgAYADUA5gAEAAAALQECAAkAAAAdBiEA8AAYAAIAHQDmAAkAAAAdBiEA8AACABYAHQDoAAQAAAAtAQEACQAAAB0GIQDwABYAAQAfAP0ACQAAAB0GIQDwAAEAFQA0AOgABAAAAC0BAAAJAAAAHQYhAPAAFQABAB8A6AAJAAAAHQYhAPAAAQAUAB8A6QAHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwABQAFAAgAOkABQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABoAHQDmAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAABAAaADcA5gAEAAAALQEDAAkAAAAdBiEA8AAaAAIAAwD+AAkAAAAdBiEA8AACABgAGwDmAAQAAAAtAQIACQAAAB0GIQDwABgAAgADAOYACQAAAB0GIQDwAAIAFgADAOgABAAAAC0BAQAJAAAAHQYhAPAAFgABAAUA/QAJAAAAHQYhAPAAAQAVABoA6AAEAAAALQEAAAkAAAAdBiEA8AAVAAEABQDoAAkAAAAdBiEA8AABABQABQDpAAQAAAAtAQQACQAAAB0GIQDwABQAFAAGAOkABAAAAC0BAAAJAAAAHQYhAPAAAQABAA8A9AAEAAAALQEAAAkAAAAdBiEA8AABAAMAEADzAAQAAAAtAQAACQAAAB0GIQDwAAEABQARAPIABAAAAC0BAAAJAAAAHQYhAPAAAQAHABIA8QAEAAAALQEAAAkAAAAdBiEA8AABAAkAEwDwAAQAAAAtAQAACQAAAB0GIQDwAAEACwAUAO8ABAAAAC0BAQAJAAAAHQYhAPAAAQABAA0A8gAEAAAALQEBAAkAAAAdBiEA8AABAAMADgDxAAQAAAAtAQEACQAAAB0GIQDwAAEABQAPAPAABAAAAC0BAQAJAAAAHQYhAPAAAQAHABAA7wAEAAAALQEBAAkAAAAdBiEA8AABAAkAEQDuAAQAAAAtAQEACQAAAB0GIQDwAAEACwASAO0ABAAAAC0BAwAJAAAAHQYhAPAAGgACADsA/gAJAAAAHQYhAPAAAgAYAFMA5gAEAAAALQECAAkAAAAdBiEA8AAYAAIAOwDmAAkAAAAdBiEA8AACABYAOwDoAAQAAAAtAQEACQAAAB0GIQDwABYAAQA9AP0ACQAAAB0GIQDwAAEAFQBSAOgABAAAAC0BAAAJAAAAHQYhAPAAFQABAD0A6AAJAAAAHQYhAPAAAQAUAD0A6QAEAAAALQEEAAkAAAAdBiEA8AAUABQAPgDpAAQAAAAtAQAACQAAAB0GIQDwAAEAAQBMAPQABAAAAC0BAAAJAAAAHQYhAPAAAQADAEsA8wAEAAAALQEAAAkAAAAdBiEA8AABAAUASgDyAAQAAAAtAQAACQAAAB0GIQDwAAEABwBJAPEABAAAAC0BAAAJAAAAHQYhAPAAAQAJAEgA8AAEAAAALQEAAAkAAAAdBiEA8AABAAsARwDvAAQAAAAtAQEACQAAAB0GIQDwAAEAAQBKAPIABAAAAC0BAQAJAAAAHQYhAPAAAQADAEkA8QAEAAAALQEBAAkAAAAdBiEA8AABAAUASADwAAQAAAAtAQEACQAAAB0GIQDwAAEABwBHAO8ABAAAAC0BAQAJAAAAHQYhAPAAAQAJAEYA7gAEAAAALQEBAAkAAAAdBiEA8AABAAsARQDtAAQAAAAtAQMACQAAAB0GIQDwABoAAgBVADsACQAAAB0GIQDwAAIAGwBtACAABAAAAC0BAgAJAAAAHQYhAPAAGAACAFUAIAAJAAAAHQYhAPAAAgAZAFUAIgAEAAAALQEBAAkAAAAdBiEA8AAWAAEAVwA6AAkAAAAdBiEA8AABABgAbAAiAAQAAAAtAQAACQAAAB0GIQDwABUAAQBXACIACQAAAB0GIQDwAAEAFwBXACMABAAAAC0BBAAJAAAAHQYhAPAAFAAXAFgAIwAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABoAAABVACAABQAAAAkC8PDwAAUAAAABAv///wAEAAAALQEFAAkAAAAdBiEA8AAaAIwAVQA9AAQAAAAtAQMACQAAAB0GIQDwABoAAgBVAB4ACQAAAB0GIQDwAAIAGwBtAAMABAAAAC0BAgAJAAAAHQYhAPAAGAACAFUAAwAJAAAAHQYhAPAAAgAZAFUABQAEAAAALQEBAAkAAAAdBiEA8AAWAAEAVwAdAAkAAAAdBiEA8AABABgAbAAFAAQAAAAtAQAACQAAAB0GIQDwABUAAQBXAAUACQAAAB0GIQDwAAEAFwBXAAYABAAAAC0BBAAJAAAAHQYhAPAAFAAXAFgABgAEAAAALQEAAAkAAAAdBiEA8AABAAEAZAARAAQAAAAtAQAACQAAAB0GIQDwAAMAAQBjABIABAAAAC0BAAAJAAAAHQYhAPAABQABAGIAEwAEAAAALQEAAAkAAAAdBiEA8AAHAAEAYQAUAAQAAAAtAQAACQAAAB0GIQDwAAkAAQBgABUABAAAAC0BAAAJAAAAHQYhAPAACwABAF8AFgAEAAAALQEBAAkAAAAdBiEA8AABAAEAYgAPAAQAAAAtAQEACQAAAB0GIQDwAAMAAQBhABAABAAAAC0BAQAJAAAAHQYhAPAABQABAGAAEQAEAAAALQEBAAkAAAAdBiEA8AAHAAEAXwASAAQAAAAtAQEACQAAAB0GIQDwAAkAAQBeABMABAAAAC0BAQAJAAAAHQYhAPAACwABAF0AFAAEAAAALQEDAAkAAAAdBiEA8AAaAAIAVQDkAAkAAAAdBiEA8AACABsAbQDJAAQAAAAtAQIACQAAAB0GIQDwABgAAgBVAMkACQAAAB0GIQDwAAIAGQBVAMsABAAAAC0BAQAJAAAAHQYhAPAAFgABAFcA4wAJAAAAHQYhAPAAAQAYAGwAywAEAAAALQEAAAkAAAAdBiEA8AAVAAEAVwDLAAkAAAAdBiEA8AABABcAVwDMAAQAAAAtAQQACQAAAB0GIQDwABQAFwBYAMwABAAAAC0BAAAJAAAAHQYhAPAAAQABAGQA3AAEAAAALQEAAAkAAAAdBiEA8AADAAEAYwDbAAQAAAAtAQAACQAAAB0GIQDwAAUAAQBiANoABAAAAC0BAAAJAAAAHQYhAPAABwABAGEA2QAEAAAALQEAAAkAAAAdBiEA8AAJAAEAYADYAAQAAAAtAQAACQAAAB0GIQDwAAsAAQBfANcABAAAAC0BAQAJAAAAHQYhAPAAAQABAGIA2gAEAAAALQEBAAkAAAAdBiEA8AADAAEAYQDZAAQAAAAtAQEACQAAAB0GIQDwAAUAAQBgANgABAAAAC0BAQAJAAAAHQYhAPAABwABAF8A1wAEAAAALQEBAAkAAAAdBiEA8AAJAAEAXgDWAAQAAAAtAQEACQAAAB0GIQDwAAsAAQBdANUABQAAAAEC8PDwAAsAAAAyCgAAAAAAAAIA5gBVAAABbwAFAAAAAQIBAAAABAAAACcB//8DAAAAAAA=)

Parents

P1 : 1100110110110011

P2 : 1000110011011111

Generation 1 Childrens :

Crossover point : 2

1100110011011111

1000110110110011

Generation 2 Childrens :

Crossover point : 3

1100110110110011

1000110011011111

Generation 3 Childrens :

Crossover point : 7

1100110011011111

1000110110110011

**#double-point-crossover.py**

import numpy as np

import random

p1 = np.array([1,1,0,1,1,0,0,1,0,0,1,1,0,1,1,0])

p2 = np.array([1,0,1,0,1,1,1,0,0,0,0,1,1,1,1,0])

print(f"Parent 1 - {p1}")

print(f"Parent 2 - {p2}")

n = len(p1)

c1 = np.zeros(n)

c2 = np.zeros(n)

co1 = random.randint(0, 4)

co2 = random.randint(6, 9)

print(f"Crossover Point 1 - {co1}")

print(f"Crossover Point 2 - {co2}")

for i in range(n):

    if co1 <= i <= co2:

        c1[i], c2[i] = p2[i], p1[i]

    else:

        c1[i], c2[i] = p1[i], p2[i]

print(f"Child-1 : {c1}")

print(f"Child-2 : {c2}")

**OUTPUT:**

Parent 1 - [1 1 0 1 1 0 0 1 0 0 1 1 0 1 1 0]

Parent 2 - [1 0 1 0 1 1 1 0 0 0 0 1 1 1 1 0]

Crossover Point 1 - 4

Crossover Point 2 - 8

Child-1 : [1. 1. 0. 1. 1. 1. 1. 0. 0. 0. 1. 1. 0. 1. 1. 0.]

Child-2 : [1. 0. 1. 0. 1. 0. 0. 1. 0. 0. 0. 1. 1. 1. 1. 0.]

**#uniform-crossover.py**

import numpy as np

p1 = np.array([1,1,0,1,1,0,0,1,0,0,1,1,0,1,1,0])

p2 = np.array([1,0,1,0,1,1,1,0,0,0,0,1,1,1,1,0])

m = np.array([1,0,1,1,0,0,1,0,1,0,1,1,0,0,1,0])

print(f"Parent 1 - {p1}")

print(f"Parent 2 - {p2}")

print(f"M value  - {m}")

n = len(p1)

c1 = np.zeros(n)

c2 = np.zeros(n)

for i in range(n):

    if m[i] == 1:

        c1[i], c2[i] = p2[i], p1[i]

    else:

        c1[i], c2[i] = p1[i], p2[i]

print(f"Child-1 : {c1}")

print(f"Child-2 : {c2}")

**OUTPUT:**

Parent 1 - [1 1 0 1 1 0 0 1 0 0 1 1 0 1 1 0]

Parent 2 - [1 0 1 0 1 1 1 0 0 0 0 1 1 1 1 0]

M value - [1 0 1 1 0 0 1 0 1 0 1 1 0 0 1 0]

Child-1 : [1. 1. 1. 0. 1. 0. 1. 1. 0. 0. 0. 1. 0. 1. 1. 0.]

Child-2 : [1. 0. 0. 1. 1. 1. 0. 0. 0. 0. 1. 1. 1. 1. 1. 0.]

**#mutation-crossover.py**

import numpy as np

import random

p = np.array([1,1,0,1,1,0,0,1,0,0,1,1,0,1,1,0])

b = random.randint(0, 15)

print(f"Parent - {p}")

print(f"Crossover Point - {b}")

p[b] = not p[b]

print(f"Child : {p}")

**OUTPUT:**

Parent - [1 1 0 1 1 0 0 1 0 0 1 1 0 1 1 0]

Crossover Point - 6

Child : [1 1 0 1 1 0 1 1 0 0 1 1 0 1 1 0]

**8. K-MEANS**

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

from sklearn.cluster import KMeans

df = pd.read\_csv('iriskmean.csv')

print(df)

x = df.iloc[:, [0,1]].values

print(x)

kmeans2 = KMeans(n\_clusters=2)

y\_kmeans2 = kmeans2.fit\_predict(x)

print(y\_kmeans2)

print("Cluster centers are:")

print(kmeans2.cluster\_centers\_)

plt.scatter(x[:,0],x[:,1],c=y\_kmeans2,cmap='viridis')

plt.show()

**OUTPUT:**

sepal.length sepal.width variety

0 5.1 3.5 Iris setosa

1 4.9 3.0 Iris setosa

2 4.7 3.2 Iris setosa

3 7.0 3.2 Iris versicolor

4 6.4 3.2 Iris versicolor

5 6.9 3.2 Iris versicolor

[[5.1 3.5]

[4.9 3. ]

[4.7 3.2]

[7. 3.2]

[6.4 3.2]

[6.9 3.2]]

[0 0 0 1 1 1]

Cluster centers are:

[[4.9 3.23333333]

[6.76666667 3.2 ]]

**![](data:image/png;base64,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)**

**7.** **KNN**

from sklearn.neighbors import KNeighborsClassifier

import pandas as pd

df = pd.read\_csv("acid.csv")

x = df.drop('Classification',axis=1).values

y = df['Classification'].values

print("Entire dataset is\n",df)

print("\n X array is\n",x)

print("\n Y array is\n",y)

knn = KNeighborsClassifier(n\_neighbors=3)

knn.fit(x, y)

z=knn.predict([[3,7]])

print("The predicted Output for (3,7) is",z)

**OUTPUT:**

Entire dataset is

ACID PRABABILITY(X1) STRENGTH(X2) Classification

0 7 7 BAD

1 7 4 BAD

2 3 4 GOOD

3 1 4 GOOD

4 5 6 GOOD

5 8 2 GOOD

6 9 1 GOOD

7 12 5 GOOD

8 45 10 GOOD

X array is

[[ 7 7]

[ 7 4]

[ 3 4]

[ 1 4]

[ 5 6]

[ 8 2]

[ 9 1]

[12 5]

[45 10]]

Y array is

['BAD' 'BAD' 'GOOD' 'GOOD' 'GOOD' 'GOOD' ' GOOD' 'GOOD' 'GOOD']

The predicted Output for (3,7) is ['GOOD']

**6.** **NAVIE BAYES**

weather=['Sunny','Sunny','Overcast','Rainy','Rainy','Rainy','Overcast','Sunny','Sunny',

'Rainy','Sunny','Overcast','Overcast','Rainy']

temp=['Hot','Hot','Hot','Mild','Cool','Cool','Cool','Mild','Cool','Mild','Mild','Mild','Hot','Mild']

play=['No','No','Yes','Yes','Yes','No','Yes','No','Yes','Yes','Yes','Yes','Yes','No']

from sklearn import preprocessing

le = preprocessing.LabelEncoder()

weather\_encoded=le.fit\_transform(weather)

print ("Weather:",weather\_encoded)

temp\_encoded=le.fit\_transform(temp)

label=le.fit\_transform(play)

print ("Temp:",temp\_encoded)

print ("Play:",label)

features=zip(weather\_encoded,temp\_encoded)

features=list(features)

print (features)

from sklearn.naive\_bayes import GaussianNB

model = GaussianNB()

model.fit(features,label)

predicted= model.predict([[0,2]])

x=print ("Predicted Value:", predicted)

**OUTPUT:**

Weather: [2 2 0 1 1 1 0 2 2 1 2 0 0 1]

Temp: [1 1 1 2 0 0 0 2 0 2 2 2 1 2]

Play: [0 0 1 1 1 0 1 0 1 1 1 1 1 0]

[(2, 1), (2, 1), (0, 1), (1, 2), (1, 0), (1, 0), (0, 0), (2, 2), (2, 0), (1, 2), (2, 2), (0, 2), (0, 1), (1, 2)]

Predicted Value: [1]

**5.** **PERCEPTRON**

import numpy as np

#np.random.seed(0)

def sigmoid (x):

  return 1/(1 + np.exp(-x))

def sigmoid\_derivative(x):

  return x \* (1 - x)

#Input datasets

inputs = np.array([[0,0],[0,1],[1,0],[1,1]])

expected\_output = np.array([[0],[1],[1],[0]])

epochs = 10000

lr = 1

inputLayerNeurons, hiddenLayerNeurons, outputLayerNeurons = 2,2,1

#Random weights and bias initialization

hidden\_weights =np.random.uniform(size=(inputLayerNeurons,hiddenLayerNeurons))

hidden\_bias =np.random.uniform(size=(1,hiddenLayerNeurons))

output\_weights =np.random.uniform(size=(hiddenLayerNeurons,outputLayerNeurons))

output\_bias = np.random.uniform(size=(1,outputLayerNeurons))

print("Initial hidden weights: ",end='')

print(\*hidden\_weights)

print("Initial hidden biases: ",end='')

print(\*hidden\_bias)

print("Initial output weights: ",end='')

print(\*output\_weights)

print("Initial output biases: ",end='')

print(\*output\_bias)

#Training algorithm

for \_ in range(epochs):

  #Forward Propagation

  hidden\_layer\_activation = np.dot(inputs,hidden\_weights)

  hidden\_layer\_activation += hidden\_bias

  hidden\_layer\_output = sigmoid(hidden\_layer\_activation)

  output\_layer\_activation = np.dot(hidden\_layer\_output,output\_weights)

  output\_layer\_activation += output\_bias

  predicted\_output = sigmoid(output\_layer\_activation)

  #Backpropagation

  error = expected\_output - predicted\_output

  d\_predicted\_output = error \* sigmoid\_derivative(predicted\_output)

  error\_hidden\_layer = d\_predicted\_output.dot(output\_weights.T)

  d\_hidden\_layer = error\_hidden\_layer \*sigmoid\_derivative(hidden\_layer\_output)

#Updating Weights and Biases

  output\_weights += hidden\_layer\_output.T.dot(d\_predicted\_output) \* lr

  output\_bias += np.sum(d\_predicted\_output,axis=0,keepdims=True) \* lr

  hidden\_weights += inputs.T.dot(d\_hidden\_layer) \* lr

  hidden\_bias += np.sum(d\_hidden\_layer,axis=0,keepdims=True) \* lr

print("Final hidden weights: ",end='')

print(\*hidden\_weights)

print("Final hidden bias: ",end='')

print(\*hidden\_bias)

print("Final output weights: ",end='')

print(\*output\_weights)

print("Final output bias: ",end='')

print(\*output\_bias)

print("\nOutput from neural network after 10,000 epochs: ",end='')

print(\*predicted\_output)

**OUTPUT:**

Initial hidden weights: [0.90420777 0.56996783] [0.1116005 0.04363249]

Initial hidden biases: [0.92395537 0.67630182]

Initial output weights: [0.56911765] [0.42171878]

Initial output biases: [0.74523818]

Final hidden weights: [9.87799206 9.66351285] [ 4.94486545 -3.20787633]

Final hidden bias: [-0.98081738 2.19632066]

Final output weights: [7.14943903] [-6.22135978]

Final output bias: [-0.92791372]

Output from neural network after 10,000 epochs: [0.01018392] [0.98821614] [0.49980793] [0.50031148]

**4. DECISION TREE**

import pandas as pd

from pandas import DataFrame

df\_tennis = pd.read\_csv('tennis-ise.csv')

print( df\_tennis)

def entropy(probs):

    import math

    return sum([-prob\*math.log(prob, 2) for prob in probs])

def entropy\_of\_list(a\_list):

  from collections import Counter

  cnt = Counter(x for x in a\_list) #Count the positive and negative ex

  num\_instances = len(a\_list)

  probs = [x / num\_instances for x in cnt.values()]

  return entropy(probs)

def information\_gain(df, split\_attribute\_name, target\_attribute\_name, trace=0):

  print("Information Gain Calculation of ",split\_attribute\_name)

  print("target\_attribute\_name",target\_attribute\_name)

  df\_split = df.groupby(split\_attribute\_name)

  for name,group in df\_split:

      print("Name: ",name)

      print("Group: ",group)

  nobs = len(df.index) \* 1.0

  print("NOBS",nobs)

  df\_agg\_ent = df\_split.agg({target\_attribute\_name : [entropy\_of\_list, lambda x: len(x)/nobs] })[target\_attribute\_name]

# Calculate Information Gain

  df\_agg\_ent.columns=['Entropy','Prob1']

  avg\_info = sum( df\_agg\_ent['Entropy'] \* df\_agg\_ent['Prob1'] )

  old\_entropy = entropy\_of\_list(df[target\_attribute\_name])

  return old\_entropy - avg\_info

print('Info-Gain for Outlook is :'+str(information\_gain(df\_tennis, 'Outlook','PlayTennis')),"\n")

**OUTPUT:**

Unnamed: 0 PlayTennis Outlook Temperature Humidity Wind

0 0 No Sunny Hot High Weak

1 1 No Sunny Hot High Strong

2 2 Yes Overcast Hot High Weak

3 3 Yes Rain Mild High Weak

4 4 Yes Rain Cool Normal Weak

5 5 No Rain Cool Normal Strong

6 6 Yes Overcast Cool Normal Strong

7 7 No Sunny Mild High Weak

8 8 Yes Sunny Cool Normal Weak

9 9 Yes Rain Mild Normal Weak

10 10 Yes Sunny Mild Normal Strong

11 11 Yes Overcast Mild High Strong

12 12 Yes Overcast Hot Normal Weak

13 13 No Rain Mild High Strong

Information Gain Calculation of Outlook

target\_attribute\_name PlayTennis

Name: Overcast

Group: Unnamed: 0 PlayTennis Outlook Temperature Humidity Wind

2 2 Yes Overcast Hot High Weak

6 6 Yes Overcast Cool Normal Strong

11 11 Yes Overcast Mild High Strong

12 12 Yes Overcast Hot Normal Weak

Name: Rain

Group: Unnamed: 0 PlayTennis Outlook Temperature Humidity Wind

3 3 Yes Rain Mild High Weak

4 4 Yes Rain Cool Normal Weak

5 5 No Rain Cool Normal Strong

9 9 Yes Rain Mild Normal Weak

13 13 No Rain Mild High Strong

Name: Sunny

Group: Unnamed: 0 PlayTennis Outlook Temperature Humidity Wind

0 0 No Sunny Hot High Weak

1 1 No Sunny Hot High Strong

7 7 No Sunny Mild High Weak

8 8 Yes Sunny Cool Normal Weak

10 10 Yes Sunny Mild Normal Strong

NOBS 14.0

Info-gain for Outlook is :0.2467498197744391

**3. LINEAR REGRESSION**

**a)Using user defined methods**

import numpy as np

import matplotlib.pyplot as plt

#X=[3.5,3,3.2,3.1,3.6,3.9,3.4,3.5,2.9]

#Y=[5.1,4.9,4.7,4.6,5,5.4,4.6,5,4.4]

X=[95,85,80,70,60]

Y=[85,95,70,65,70]

x\_p=np.array([95,85,80,70,60])

y\_p=np.array([85,95,70,65,70])

x\_mean=np.mean(X)

y\_mean=np.mean(Y)

print("Mean of X ",x\_mean)

print("Mean of Y ",y\_mean)

n=len(Y)

num=den=0

for i in range(n):

num+=(X[i]-x\_mean)\*(Y[i]-y\_mean)

den+=(X[i]-x\_mean)\*\*2

m=num/den

intercept=y\_mean-(m\*x\_mean)

print("Slope = ",m)

print("Intercept (c) = ",intercept)

print("The equation is y = ",round(m,2),"x + ",round(intercept))

print("Enter the x value.. ",end='')

x1=float(input())

y1=m\*x1+intercept

print("For the given X1 = ",x1," the Y1 = ",round(y1))

plt.scatter(x\_p, y\_p)

plt.plot(x\_p, y\_p)

plt.show()

**OUTPUT:**

Mean of X 78.0

Mean of Y 77.0

Slope = 0.6438356164383562

Intercept (c) = 26.78082191780822

The equation is y = 0.64 x + 27

Enter the x value.. 80

For the given X1 = 80.0 the Y1 = 78

**![](data:image/png;base64,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)**

**b) Using scipy statistics built-in methods**

import numpy as np

import matplotlib.pyplot as plt

#plt.rcParams['figure.figsize'] = (20.0, 10.0)

from scipy import stats

x = [3.5, 3, 3.2, 3.1, 3.6, 3.9, 3.4, 3.5, 2.9]

y = [5.1, 4.9, 4.7, 4.6, 5, 5.4, 4.6, 5, 4.4]

slope, intercept, r, p, std\_err = stats.linregress(x, y)

def myfunc(x):

return slope \* x + intercept

mymodel = list(map(myfunc, x))

print("Y=",mymodel)

print("Slope: ", slope)

print("Intercept", intercept)

print("Enter the x value for which y is to be found…")

x1=float(input())

y1=slope \* x1 + intercept

print("y value for the given x is ", y1)

plt.scatter(x, y)

plt.scatter(x, mymodel)

plt.plot(x, mymodel)

plt.show()

**OUTPUT:**

Y= [4.9799999999999995, 4.58, 4.74, 4.66, 5.06, 5.299999999999999, 4.8999999999999995, 4.9799999999999995, 4.5]

Slope: 0.7999999999999998

Intercept 2.18

Enter the x value for which y is to be found…

3.6

y value for the given x is 5.06
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**c) Using Training and Test data split up**

import numpy as nm

import matplotlib.pyplot as mtp

import pandas as pd

data\_set= pd.read\_csv('E:\Mukilan Assignments\Infotainment\ML\LAB\simple-Linear-Regression-master\Salary\_Data.csv')

x= data\_set.iloc[:, :-1].values

y= data\_set.iloc[:, 1].values

from sklearn.model\_selection import train\_test\_split

x\_train, x\_test, y\_train, y\_test= train\_test\_split(x, y, test\_size= 1/3, random\_state=0)

x\_train,x\_test,y\_train,y\_test

from sklearn.linear\_model import LinearRegression

regressor= LinearRegression()

regressor.fit(x\_train, y\_train)

y\_pred= regressor.predict(x\_test)

x\_pred= regressor.predict(x\_train)

mtp.scatter(x\_train, y\_train, color="green")

mtp.plot(x\_train, x\_pred, color="red")

mtp.title("Salary vs Experience (Training Dataset)")

mtp.xlabel("Years of Experience")

mtp.ylabel("Salary(In Rupees)")

mtp.show()

mtp.scatter(x\_test, y\_test, color="blue")

mtp.plot(x\_train, x\_pred, color="red")

mtp.title("Salary vs Experience (Test Dataset)")

mtp.xlabel("Years of Experience")

mtp.ylabel("Salary(In Rupees)")

mtp.show()

**OUTPUT:**
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**EXPECTED QUESTIONS**

**Linear regression**

**Decision tree**

**Perceptron**

**KNN**

**Kmeans**

**Q learning**

**Navie Bayes**

**Genetic algorithm**